# Project

* Site-16-Api-Ng-sinalR
  + Copied from: Site-15-Api-Ng-identity-role-management
* For the “MySocialConnect-API”
  + dotnet restore
  + dotnet build
  + Go to project : MSC.WebApi
    - dotnet build : to build
    - dotnet run : to run the api

# New Resources

|  |  |
| --- | --- |
| MSC.Core | MSC.WebApi |
| MSC.Core/SignalR/PresenceTrackerMemory.cs | MSC.WebApi/SignalR/PresenceHub.cs |
| MSC.Core/DB/Entities/SignalR/SignalRGoup.cs | MSC.WebApi/SignalR/MessageHub.cs |
| MSC.Core/DB/Entities/SignalR/SignalConnection.cs |  |
| MSC.Core/Repositories/SignalRRepository |  |
| MSC.Core/BusinessLogic/SignalRBusinessLogic |  |
| MSC.Core/BusinessLogiv/MessageBusinessLogic |  |
|  |  |
|  |  |
|  |  |

# Resources updated

|  |  |
| --- | --- |
| MSC.Core | MSC.WebApi |
| MSC.Core/Extensions/AppServiceExtensions.cs | Programs.cs |
| MSC.Core/DB/Data/DataContext.cs |  |
|  |  |
|  |  |
|  |  |
|  |  |
|  |  |

# Clear Database

* New migrations created
* Clear the users
* dotnet ef database drop
* dotnet ef database update

# Intro

No package to install for SignalR

# MSC.Core/BusinessLogic

## UserBusiessLogic

### IUSerBusinessLogic.cs

Update current method to get includePhotos param and add new methid by id

    Task<AppUser> GetUserRawAsync(string userName, bool includePhotos = false);

    Task<AppUser> GetUserRawAsync(int userName, bool includePhotos = false);

### UserBusinessLogic.cs

Update current method and create new method

    public async Task<AppUser> GetUserRawAsync(string userName, bool includePhotos = false)

    {

        if(string.IsNullOrWhiteSpace(userName))

            throw new ValidationException("User name missing");

        var user = await \_userRepo.GetUserRawAsync(userName, includePhotos);

        return user;

    }

    public async Task<AppUser> GetUserRawAsync(int id, bool includePhotos = false)

    {

        if(id <= 0)

            throw new ValidationException("User id missing");

        var user = await \_userRepo.GetUserAsync(id, includePhotos);

        return user;

    }

## MessageBusinessLogic

### IMessageBusinessLogic.cs

Add a new method signature just like the other AddMessage

Task<BusinessResponse> AddMessageWithReadRecipt(MessageCreateDto msg, int senderId, bool markMsgAsRead);

### MessageBusinessLogic.cs

Move the content of the AddMessage into a private function.

Create the new AddMessageWithReceipt and update the current AddMessage method

If the Boolean markMsgAsRead is true then make DateMessageRead = utc now

    public async Task<BusinessResponse> AddMessageWithReadRecipt(MessageCreateDto msg, int senderId, bool markMsgAsRead)

    {

        var result = await AddMessageHandle(msg, senderId, markMsgAsRead);

        return result;

    }

    public async Task<BusinessResponse> AddMessage(MessageCreateDto msg, int senderId)

    {

        var result = await AddMessageHandle(msg, senderId, markMsgAsRead: false);

        return result;

    }

    private async Task<BusinessResponse> AddMessageHandle(MessageCreateDto msg, int senderId, bool markMsgAsRead = false)

    {

        if(msg == null || msg.RecipientId <= 0 || string.IsNullOrWhiteSpace(msg.MessageContent))

            return new BusinessResponse(HttpStatusCode.BadRequest, "Message not good");

        //get source user

        var sender = await \_userRepo.GetUserAsync(senderId, includePhotos: true);

        if(sender == null)

            return new BusinessResponse(HttpStatusCode.BadRequest, "Logged in user not found");

        if(sender.Id == msg.RecipientId)

            return new BusinessResponse(HttpStatusCode.BadRequest, "You cannot send message to yourself");

        var recipient = await \_userRepo.GetUserAsync(msg.RecipientId, includePhotos: true);

        if(recipient == null)

            return new BusinessResponse(HttpStatusCode.BadRequest, "Recipient not found");

        var message = new UserMessage{

            Sender = sender,

            SenderUserName = sender.UserName,

            Recipient = recipient,

            RecipientUserName = recipient.UserName,

            MessageContent = msg.MessageContent

        };

        if(markMsgAsRead){

            message.DateMessageRead = DateTime.UtcNow;

        }

        \_msgRepo.AddMessage(message);

        if(await \_msgRepo.SaveAllSync())

        {

            var msgDto = \_mapper.Map<MessageDto>(message);

            return new BusinessResponse(HttpStatusCode.OK, "", msgDto);

        }

        return new BusinessResponse(HttpStatusCode.BadRequest, "Unable to send message");

    }

# PresenceHub

## MSC.Core/SignalR

### PresenceTrackerMemory.cs

using System.Collections.Generic;

using System.Linq;

using System.Threading.Tasks;

namespace MSC.WebApi.SignalR;

/// <summary>

/// starting with local presence tracker. The elaborate one would be with redis or in database

/// add as a singleton in services

/// </summary>

public class PresenceTrackerMemory

{

    //dictionary to track the users when logging in and logging out

    //key will be the user name

    //value will be the list of connection ids for that user, like from phone and desktop

    private static readonly Dictionary<string, List<string>> \_onlineUsers = new Dictionary<string, List<string>>();

    public Task<bool> UserConnected(string userName, string connectionId)

    {

        var isOnline = false;

        lock (\_onlineUsers)

        {

            if(\_onlineUsers.ContainsKey(userName))

                \_onlineUsers[userName].Add(connectionId);

            else{

                \_onlineUsers.Add(userName, new List<string>{ connectionId});

                isOnline = true;

            }

        }

        //return Task.CompletedTask;

        return Task.FromResult(isOnline);

    }

    public Task<bool> UserDisconnected(string userName, string connectionId)

    {

        var isOffLine = false;

        lock(\_onlineUsers){

            if(!\_onlineUsers.ContainsKey(userName)){

                //return Task.CompletedTask;

                return Task.FromResult(isOffLine);

            }

            //remove the connections

            \_onlineUsers[userName].Remove(connectionId);

            if(\_onlineUsers[userName].Count == 0){

                //remove the user

                \_onlineUsers.Remove(userName);

                isOffLine = true;

            }

        }

        //return Task.CompletedTask;

        return Task.FromResult(isOffLine);

    }

    public Task<string[]> GetOnlineUsers(){

        string[] onlineUsers;

        lock (\_onlineUsers){

            onlineUsers = \_onlineUsers.OrderBy(k => k.Key).Select(k => k.Key).ToArray();

        }

        return Task.FromResult(onlineUsers);

    }

    public Task<string[]> GetConnectionsForUser(string userName){

        string[] connectionsIds;

        lock (\_onlineUsers){

            connectionsIds = \_onlineUsers.GetValueOrDefault(userName).ToArray();

        }

        return Task.FromResult(connectionsIds);

    }

}

## MSC.WebApi/SignalR

### PresenceHub.cs

* It is a C# class
* Displays the presence of users like user login/logout and online users
* Starting with local presence tracker. The elaborate one would be with redis or in database
* PresenceHub derives from Hub and then override the virtual methods

using System;

using System;

using System.Threading.Tasks;

using Microsoft.AspNetCore.Authorization;

using Microsoft.AspNetCore.SignalR;

using MSC.Core.Extensions;

using MSC.Core.SignalR;

namespace MSC.WebApi.SignalR;

[Authorize]

/// <summary>

/// Displays the presence of users like user login and online users

/// Starting with local presence tracker. The elaborate one would be with redis or in database

/// PresenceHub, it derives from Hub and then override the virtual methods

/// No package to install for SignalR

/// Has methods when the user connects to the Hub and again when the user Disconnects from the Hub

/// </summary>

public class PresenceHub : Hub

{

    //NOTE: NewMessageReceived event is being sent by the MessageBub

    private const string \_userIsOnline = "UserIsOnline";

    private const string \_userIsOffline = "UserIsOffline";

    private const string \_getOnlineUsers = "GetOnlineUsers";

    private readonly PresenceTrackerMemory \_tracker;

    public PresenceHub(PresenceTrackerMemory tracker)

    {

        \_tracker = tracker;

    }

    /// <summary>

    /// Implement OnConnectedAsync to tell other users when the current user goes online

    /// </summary>

    /// <returns></returns>

    public override async Task OnConnectedAsync()

    {

        var userName =  Context.User.GetUserName();

        var connectionId = Context.ConnectionId;

        var isOnline = await \_tracker.UserConnected(userName, connectionId);

        if(isOnline){

            //invoke messages to clients other than logging in user that a user is logging in

            await Clients.Others.SendAsync(\_userIsOnline, userName);

        }

        var onlineUsers = await \_tracker.GetOnlineUsers();

        //send to all the users

        //await Clients.All.SendAsync(\_getOnlineUsers, onlineUsers);

        //only send to the current user

        await Clients.Caller.SendAsync(\_getOnlineUsers, onlineUsers);

    }

    /// <summary>

    /// Implmenent OnDisconnectedAsync to tell other users when the current user goes offline

    /// </summary>

    /// <param name="exception"></param>

    /// <returns></returns>

    public override async  Task OnDisconnectedAsync(Exception exception)

    {

        var userName =  Context.User.GetUserName();

        var connectionId = Context.ConnectionId;

        var isOffLine = await \_tracker.UserDisconnected(userName, connectionId);

        if(isOffLine){

            //invoke messages to clients other than logging out user that a user is logging out

            await Clients.Others.SendAsync(\_userIsOffline, userName);

        }

        //original: get the users online and send to every one who is connected

        //update: not sending the list

        var onlineUsers = await \_tracker.GetOnlineUsers();

        //await Clients.All.SendAsync(\_getOnlineUsers, onlineUsers);

        await Clients.Caller.SendAsync(\_getOnlineUsers, onlineUsers);

        await base.OnDisconnectedAsync(exception);

    }

}

# MessageHub

## Important

Will be tracking the group and connections via the DB so created the entities, repo and BL.

## MSC.Core/DB

### Entities/SignalR

#### *SignalRConnection*.cs

using System.ComponentModel.DataAnnotations;

namespace MSC.Core.Entities.SignalR;

public class SignalRConnection

{

    /// <summary>

    /// Empty constructory is needed for the EF

    /// </summary>

    public SignalRConnection()

    {

    }

    public SignalRConnection(string connectionId, string userName, int userId)

    {

        ConnectionId = connectionId;

        UserName = userName;

        UserId = userId;

    }

    [Key]

    public string ConnectionId { get; set; }

    public string UserName { get; set; }

    public int UserId { get; set; }

}

#### SignalRGroup.cs

using System.Collections.Generic;

using System.ComponentModel.DataAnnotations;

namespace MSC.Core.Entities.SignalR;

public class SignalRGroup

{

    /// <summary>

    /// Empty constructor is needed for the EF

    /// </summary>

    public SignalRGroup()

    {

    }

    public SignalRGroup(string groupName)

    {

        GroupName = groupName;

    }

    /// <summary>

    /// GroupName is the unique key and it will be indexed as well

    /// </summary>

    [Key]

    public string GroupName { get; set; }

    public ICollection<SignalRConnection> Connections { get; set; } = new List<SignalRConnection>();

}

### Data

#### DataContext.cs

Add the new entities to the dbset

    public DbSet<SignalRGroup> SignalRGroups { get; set; }

    public DbSet<SignalRConnection> SignalRConnections { get; set; }

### Create Migrations

|  |  |
| --- | --- |
| > dotnet ef migrations add SignalRGroupsAdded  Done. To undo this action, use 'ef migrations remove'  > dotnet ef database update |  |

## MSC.Core/Repositories

### ISignalRRepository.cs

using System.Threading.Tasks;

using MSC.Core.DB.Entities.SignalR;

namespace MSC.Core.Repositories;

public interface ISignalRRepository

{

    Task<bool> SaveAllSync();

    void AddGroup(SignalRGroup group);

    void RemoveConnection(SignalRConnection connection);

    Task<SignalRGroup> GetMessageGroup(string groupName);

    Task<SignalRGroup> GetGroupByConnection(string connectionId);

    Task<SignalRConnection> GetConnection(string connectionId);

}

### SignalRRepository.cs

using System.Linq;

using System.Threading.Tasks;

using AutoMapper;

using Microsoft.EntityFrameworkCore;

using MSC.Core.DB.Data;

using MSC.Core.DB.Entities.SignalR;

namespace MSC.Core.Repositories;

public class SignalRRepository : ISignalRRepository

{

    private readonly DataContext \_context;

    private readonly IMapper \_mapper;

    public SignalRRepository(DataContext context, IMapper mapper)

    {

        \_context = context;

        \_mapper = mapper;

    }

    public async Task<bool> SaveAllSync()

    {

        return await \_context.SaveChangesAsync() > 0;

    }

    public void AddGroup(SignalRGroup group)

    {

        \_context.SignalRGroups.Add(group);

    }

    public void RemoveConnection(SignalRConnection connection)

    {

        \_context.SignalRConnections.Remove(connection);

    }

    public async Task<SignalRGroup> GetMessageGroup(string groupName)

    {

        //also fill in the connections for the group

        var group = await \_context.SignalRGroups

                                .Include(x => x.Connections)

                                .FirstOrDefaultAsync(x => x.GroupName == groupName);

        return group;

    }

    public async Task<SignalRGroup> GetGroupByConnection(string connectionId)

    {

        var group = await \_context.SignalRGroups

                                .Include(x => x.Connections)

                                .Where(x => x.Connections.Any(x => x.ConnectionId == connectionId))

                                .FirstOrDefaultAsync();

        return group;

    }

    public async Task<SignalRConnection> GetConnection(string connectionId)

    {

       var connection = await \_context.SignalRConnections.FindAsync(connectionId);

       return connection;

    }

}

## MSC.Core/BusinessLogic

### ISignalRBusinessLogic.cs

using System.Threading.Tasks;

using MSC.Core.DB.Entities.SignalR;

namespace MSC.Core.BusinessLogic;

public interface ISignalRBusinessLogic

{

    Task<bool> SaveAllSync();

    void AddGroup(SignalRGroup group);

    void RemoveConnection(SignalRConnection connection);

    Task<SignalRGroup> GetMessageGroup(string groupName);

    Task<SignalRGroup> GetGroupByConnection(string connectionId);

    Task<SignalRConnection> GetConnection(string connectionId);

}

### SignalRBusinessLogic.cs

using System.Threading.Tasks;

using MSC.Core.DB.Entities.SignalR;

using MSC.Core.Repositories;

namespace MSC.Core.BusinessLogic;

public class SignalRBusinessLogic : ISignalRBusinessLogic

{

    private readonly ISignalRRepository \_srRepo;

    public SignalRBusinessLogic(ISignalRRepository srRepo)

    {

        \_srRepo = srRepo;

    }

    public async Task<bool> SaveAllSync()

    {

        return await \_srRepo.SaveAllSync();

    }

    public void AddGroup(SignalRGroup group)

    {

        \_srRepo.AddGroup(group);

    }

    public void RemoveConnection(SignalRConnection connection)

    {

        \_srRepo.RemoveConnection(connection);

    }

    public async Task<SignalRGroup> GetMessageGroup(string groupName)

    {

       var group = await \_srRepo.GetMessageGroup(groupName);

       return group;

    }

    public async Task<SignalRGroup> GetGroupByConnection(string connectionId)

    {

        var group = await \_srRepo.GetGroupByConnection(connectionId);

        return group;

    }

    public Task<SignalRConnection> GetConnection(string connectionId)

    {

        var connection = \_srRepo.GetConnection(connectionId);

        return connection;

    }

}

## MSC.WebApi/SignalR

### MessageHub.cs – Without Groups Tracking – Simple

This is simple implementation. Follow the implementation [below](#_MessageHub.cs_–_With) with groups tracking

using System;

using System.Net;

using System.Threading.Tasks;

using Microsoft.AspNetCore.Authorization;

using Microsoft.AspNetCore.SignalR;

using MSC.Core.BusinessLogic;

using MSC.Core.Dtos;

using MSC.Core.Extensions;

namespace MSC.WebApi.SignalR;

[Authorize]

/// <summary>

/// MessageHub, it derives from Hub and then override the virtual methods

/// No package to install for SignalR

/// Messages will be sent using the MessageHub and not MessageController.CreateMessage

/// </summary>

public class MessageHub : Hub

{

    private const string \_keyReceiveMessageThread = "ReceiveMessageThread";

    private const string \_keyNewMessage = "NewMessage";

    private readonly IMessageBusinessLogic \_msgBl;

    private readonly IUserBusinessLogic \_userBl;

    public MessageHub(IMessageBusinessLogic msgBl,

                    IUserBusinessLogic userBl)

    {

        \_msgBl = msgBl;

        \_userBl = userBl;

    }

    /// <summary>

    /// Implement OnConnectedAsync

    /// </summary>

    /// <returns></returns>

    public override async Task OnConnectedAsync()

    {

        var httpContext = Context.GetHttpContext();

        var connectionId = Context.ConnectionId;

        //current user

        var callerUserName = Context.User.GetUserName();

        var callerUserId = Context.User.GetId();

        //will be passing in the other users info via query string

        var otherUserName = httpContext.Request.Query["otherUserName"].ToString();

        var otherUserId = int.Parse(httpContext.Request.Query["otherUserId"].ToString());

        //build the group name, create a group of two users.

        var groupName = GetGroupName(callerUserName, otherUserName);

        //add to SignalR groups

        await Groups.AddToGroupAsync(connectionId, groupName);

        //get the message thread from the message business logic just like MessgeController

        var messages = await \_msgBl.GetMessageThread(callerUserId, otherUserId);

        //send the messages to the caller

        await Clients.Group(groupName).SendAsync(\_keyReceiveMessageThread, messages);

    }

    /// <summary>

    /// Implmenent OnDisconnectedAsync

    /// </summary>

    /// <param name="exception"></param>

    /// <returns></returns>

    public override Task OnDisconnectedAsync(Exception exception)

    {

        return base.OnDisconnectedAsync(exception);

    }

    /// <summary>

    /// Moved here from MessageController

    /// </summary>

    /// <param name="msg"></param>

    /// <returns></returns>

    public async Task CreateMessage(MessageCreateDto msg)

    {

        //get the claims

        var claims = Context.User.GetUserClaims();

        if(claims == null || !claims.HasUserName || !claims.HasId || !claims.HasGuid)

            throw new HubException("User issue");

        //check message

        if(msg == null || msg.RecipientId <= 0 || string.IsNullOrWhiteSpace(msg.MessageContent))

            throw new HubException("Message info invalid");

        //add message

        var result = await \_msgBl.AddMessage(msg, claims.Id);

        if(result == null)

            throw new HubException("Unable to send message");

        if(result.HttpStatusCode != HttpStatusCode.OK)

            throw new HubException(result.Message ?? "Unable to send message");

        //the message that got added

        var messagedAdded = result.ConvertDataToType<MessageDto>();

        //build group name

        var groupName = GetGroupName(messagedAdded.SenderUsername, messagedAdded.RecipientUsername);

        await Clients.Group(groupName).SendAsync(\_keyNewMessage, messagedAdded);

    }

    //sort in alphabatical order and build group name

    private string GetGroupName(string caller, string other)

    {

        //Less than zero –strA is less than strB.

        //Zero –strA and strB are equal.

        //Greater than zero –strA is greater than strB

        var stringCompare = string.CompareOrdinal(caller, other) < 0;

        return stringCompare ? $"{caller}-{other}" : $"{other}-{caller}";

    }

}

### MessageHub.cs – With Groups Tracking

**Constructor**

Inject the SignalRBusinessLogic in constructor

    private readonly ISignalRBusinessLogic \_srBl;

    public MessageHub(IMessageBusinessLogic msgBl,

                    IUserBusinessLogic userBl,

                    ISignalRBusinessLogic srBl)

    {

        \_msgBl = msgBl;

        \_userBl = userBl;

        \_srBl = srBl;

    }

Here is the full thing

using System;

using System.Linq;

using System.Net;

using System.Threading.Tasks;

using AutoMapper;

using Microsoft.AspNetCore.Authorization;

using Microsoft.AspNetCore.SignalR;

using MSC.Core.BusinessLogic;

using MSC.Core.DB.Entities.SignalR;

using MSC.Core.Dtos;

using MSC.Core.Extensions;

using MSC.Core.SignalR;

namespace MSC.WebApi.SignalR;

[Authorize]

/// <summary>

/// MessageHub, it derives from Hub and then override the virtual methods

/// No package to install for SignalR

/// Messages will be sent using the MessageHub and not MessageController.CreateMessage

/// </summary>

public class MessageHub : Hub

{

    private const string \_keyReceiveMessageThread = "ReceiveMessageThread";

    private const string \_keyNewMessage = "NewMessage";

    private const string \_keyUpdatedGroup = "UpdatedGroup";

    //when the recipient is not on the message page, is online then send the new message received event

    private const string \_keyNewMessageReceived = "NewMessageReceived";

    private readonly IMessageBusinessLogic \_msgBl;

    private readonly IUserBusinessLogic \_userBl;

    private readonly ISignalRBusinessLogic \_srBl;

    private readonly PresenceTrackerMemory \_presenceTracker;

    private readonly IHubContext<PresenceHub> \_presenceHub;

    private readonly IMapper \_mapper;

    public MessageHub(IMessageBusinessLogic msgBl,

                    IUserBusinessLogic userBl,

                    ISignalRBusinessLogic srBl,

                    PresenceTrackerMemory presenceTracker,

                    IHubContext<PresenceHub> presenceHub,

                    IMapper mapper)

    {

        \_msgBl = msgBl;

        \_userBl = userBl;

        \_srBl = srBl;

        \_presenceTracker = presenceTracker;

        \_presenceHub = presenceHub;

        \_mapper = mapper;

    }

    /// <summary>

    /// Implement OnConnectedAsync

    /// </summary>

    /// <returns></returns>

    public override async Task OnConnectedAsync()

    {

        var httpContext = Context.GetHttpContext();

        var connectionId = Context.ConnectionId;

        //current user

        var callerUserName = Context.User.GetUserName();

        var callerUserId = Context.User.GetId();

        //will be passing in the other users info via query string

        var otherUserName = httpContext.Request.Query["otherUserName"].ToString();

        var otherUserId = int.Parse(httpContext.Request.Query["otherUserId"].ToString());

        //build the group name, create a group of two users.

        var groupName = GetGroupName(callerUserName, otherUserName);

        //add to SignalR groups

        await Groups.AddToGroupAsync(connectionId, groupName);

        //add to database

        var group = AddToGroup(groupName, connectionId, callerUserName, callerUserId);

        //send the message to the group

        await Clients.Group(groupName).SendAsync(\_keyUpdatedGroup, group);

        //get the message thread from the message business logic just like MessgeController

        var messages = await \_msgBl.GetMessageThread(callerUserId, otherUserId);

        //send the messages to the caller

        //await Clients.Group(groupName).SendAsync(\_keyReceiveMessageThread, messages);

        await Clients.Caller.SendAsync(\_keyReceiveMessageThread, messages);

    }

    /// <summary>

    /// Implmenent OnDisconnectedAsync

    /// </summary>

    /// <param name="exception"></param>

    /// <returns></returns>

    public override async Task OnDisconnectedAsync(Exception exception)

    {

        var group = await RemoveFromMessageGroup(Context.ConnectionId);

        await Clients.Group(group.GroupName).SendAsync(\_keyUpdatedGroup, group);

        //users will be automatically removed from the group

        await base.OnDisconnectedAsync(exception);

    }

    /// <summary>

    /// Moved here from MessageController

    /// </summary>

    /// <param name="msg"></param>

    /// <returns></returns>

    public async Task CreateMessage(MessageCreateDto msg)

    {

        //get the claims

        var claims = Context.User.GetUserClaims();

        if(claims == null || !claims.HasUserName || !claims.HasId || !claims.HasGuid)

            throw new HubException("User issue");

        //check message

        if(msg == null || msg.RecipientId <= 0 || string.IsNullOrWhiteSpace(msg.MessageContent))

            throw new HubException("Message info invalid");

        //check that we have a connection for the recipient. If we have then the recipient is on message page

        bool isRecipientOnMessagePage = false;

        bool markMessageAsRead = false;

        var recipient = await \_userBl.GetUserRawAsync(msg.RecipientId, includePhotos: true);

        if(recipient == null)

            throw new HubException("Recipient not found");

        var groupName = GetGroupName(claims.UserName, recipient.UserName);

        SignalRGroup group = await \_srBl.GetMessageGroup(groupName);

        if(group != null && group.Connections.Any(x => x.UserName == recipient.UserName)){

            isRecipientOnMessagePage = true;

            markMessageAsRead = true;

        }

        //add message , mark the message read if the recipient is in message group with sender

        var result = await \_msgBl.AddMessageWithReadRecipt(msg, claims.Id, markMessageAsRead);

        if(result == null)

            throw new HubException("Unable to send message");

        if(result.HttpStatusCode != HttpStatusCode.OK)

            throw new HubException(result.Message ?? "Unable to send message");

        //the message that got added

        var messagedAdded = result.ConvertDataToType<MessageDto>();

        //when the recipient is not on the same message page and have connection then notify the recipient

        if(!isRecipientOnMessagePage){

            var connections = await \_presenceTracker.GetConnectionsForUser(recipient.UserName);

            if(connections != null){

                var sender = await \_userBl.GetUserAsync(Context.User.GetId());

                if(sender != null){

                    //to display to the logged in user the sender info

                    //since presenceHub us bing used to send the message, implement this on the presenceHub client

                    await \_presenceHub.Clients.Clients(connections).SendAsync(\_keyNewMessageReceived, sender);

                }

            }

        }

        //send the event for new message created

        await Clients.Group(groupName).SendAsync(\_keyNewMessage, messagedAdded);

    }

    //sort in alphabatical order and build group name

    private string GetGroupName(string caller, string other)

    {

        //Less than zero –strA is less than strB.

        //Zero –strA and strB are equal.

        //Greater than zero –strA is greater than strB

        var stringCompare = string.CompareOrdinal(caller, other) < 0;

        return stringCompare ? $"{caller}-{other}" : $"{other}-{caller}";

    }

    private async Task<SignalRGroup> AddToGroup(string groupName, string connectionId, string callerUserName, int callerUSerId)

    {

        //get the group from the DB and save it

        SignalRGroup group = await \_srBl.GetMessageGroup(groupName);

        if(group == null){

            group = new SignalRGroup(groupName);

            //only saving the group when not found.

            \_srBl.AddGroup(group);

        }

        //create connection

        SignalRConnection connection = new SignalRConnection(connectionId, callerUserName, callerUSerId);

        //add connection to group and call save method

        group.Connections.Add(connection);

        //save

        if(await \_srBl.SaveAllSync())

            return group;

        throw new HubException("Failed to join group");

    }

    private async Task<SignalRGroup> RemoveFromMessageGroup(string connectionId)

    {

        SignalRGroup group = await \_srBl.GetGroupByConnection(connectionId);

        if(group == null)

            throw new HubException("Failed to get group for connection");

        SignalRConnection connection = group.Connections.FirstOrDefault(x => x.ConnectionId == connectionId);

        if (connection == null)

            throw new HubException("Failed to get connection");

        \_srBl.RemoveConnection(connection);

        if(await \_srBl.SaveAllSync()){

            //group.Connections.Remove(connection);

            return group;

        }

        throw new HubException("Failed to remove from group");

    }

}

# Setup PresenceHub and MessageHub

## MSC.Core/Extensions

### AppServiceExtensions.cs

#### AddService Method

* Add signalR as a service
* Add PresenceTrackerMemory.cs as singleton
* Add SignalRRepository and SignalRBusinessLogic

    public static IServiceCollection AddServices(this IServiceCollection services, IConfiguration config)

    {

        services.AddScoped<IUserRepository, UserRepository>();

        services.AddScoped<IUserBusinessLogic, UserBusinessLogic>();

        services.AddScoped<ILikesRepository, LikesRepository>();

        services.AddScoped<ILikesBusinessLogic, LikesBusinessLogic>();

        services.AddScoped<IMessageRepository, MessageRepository>();

        services.AddScoped<IMessageBusinessLogic, MessageBusinessLogic>();

        services.AddScoped<ITokenService, TokenService>();

        services.AddScoped<IPhotoService, PhotoService>();

        //services.AddAutoMapper(AppDomain.CurrentDomain.GetAssemblies()); //when have single project/assembly

        services.AddAutoMapper(typeof(AutoMapperProfiles).Assembly);

        //adding the Cloudinary to read data from

        //check programs.cs for ref: builder.Services.Configure<EnvConfig>(configuration);

        services.Configure<CloudinaryConfig>(config.GetSection(ConfigKeyConstants.CloudinarySettingsKey));

        //add the action filter as a service, it wil get applied to the abse controller

        services.AddScoped<LogUserActivityFilter>();

        services.AddSignalR();

        services.AddSingleton<PresenceTrackerMemory>();

        services.AddScoped<ISignalRRepository, SignalRRepository>();

        services.AddScoped<ISignalRBusiessLogic, SignalRBusinessLogic>();

        return services;

    }

#### AddAuthenticationService Method

Handle authentication for Signalr since it is not using http/ May be using web sockets or any other method

        services.AddAuthentication(JwtBearerDefaults.AuthenticationScheme)

        .AddJwtBearer(options => {

            //http authentication

            options.TokenValidationParameters = new TokenValidationParameters

            {

                ValidateIssuerSigningKey = true,

                IssuerSigningKey = new SymmetricSecurityKey(Encoding.UTF8.GetBytes(config.GetTokenKey())),

                ValidateIssuer = false,

                ValidateAudience = false

            };

            //signalR or websockets cannot send authentication header. Have to use query string with SignalR

            //signalR, this allows the client to send the token as query string

            options.Events = new JwtBearerEvents

            {

                //pass it as a query string

                OnMessageReceived  = context =>

                {

                    //get access\_token from the query

                    var accessToken = context.Request.Query["access\_token"];

                    //check the path of the request and only do for signalr. Our paths starts with hubs/ check programs.cs for details

                    var path = context.HttpContext.Request.Path;

                    if(!string.IsNullOrEmpty(accessToken) && path.StartsWithSegments("/hubs"))

                    {

                        context.Token = accessToken;

                    }

                    return Task.CompletedTask;

                }

            };

        });

#### AddCorsServicePolicyBased Method

AddCredentials for SignalR

    public static string AddCorsServicePolicyBased(this IServiceCollection services, IConfiguration config)

    {

        var myAllowSpecificOrigins = "\_myAllowSpecificOrigins";

        //https://stackoverflow.com/questions/42858335/how-to-hardcode-and-read-a-string-array-in-appsettings-json

        var allowedSpecificOrigins = config.GetAllowSpecificOrigins();

        if (allowedSpecificOrigins != null && allowedSpecificOrigins.Any())

        {

            services.AddCors(options =>

            {

                options.AddPolicy(name: myAllowSpecificOrigins,

                                policy =>

                                {

                                    policy.WithOrigins(allowedSpecificOrigins.ToArray())

                                    .AllowAnyHeader()

                                    .AllowAnyMethod()

                                    //signalR

                                    .AllowCredentials()

                                    ;

                                });

            });

        }

        return myAllowSpecificOrigins;

    }

## MSC.WebApi/Programs.cs

### Hub EndPoints

Create an end point for the above two created hubs for presence and message

app.MapControllers();

/\*\*\*Custom SignalR EndPoint - to put after app.MapControllers() Start\*\*\*/

app.MapHub<PresenceHub>("hubs/presence");

app.MapHub<MessageHub>("hubs/message");

/\*\*\*Custom SignalR EndPoint End\*\*\*/

### Clearing the old Message Hub Connections

We may end up with old connections when the application starts etc.

In this case the MessageHub “OnDisconnectedAsync” will not get called.

In Programs.cs where we have seed data, also add code for deleting old connections

Keep in mind TRUNCATE doesn’t work for SQLite

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAA+gAAABDCAYAAAAPkC9UAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAEnQAABJ0Ad5mH3gAACj4SURBVHhe7Z0/aBxH+8ef96cIIREUJwJbghCDQQQ3BheqYgwhhQu7M27UpnGRxrg1hEBakyaFm7TXhHRx4SIEjN9KhcGNCQJBgsF/QLFyGBuhmPc3z8wzu7Mzs7uzt7u6vdP3A2frTqvd2Zlnnr8ze/9ZX1//HwEAAAAAAAAAAGCq/J/8DwAAAAAAAAAAgCmCAB0AAAAAAAAAABgACNABAAAAAAAAAIABgAAdAAAAAAAAAAAYAAjQAQAAAAAAAACAAYAAHQAAAAAAAAAAGAAI0AEAAAAAAAAAgAGAAB0AAAAAAAAAABgACNABAAAAAAAAAIABgAAdAAAAAAAAAAAYAAjQAQAAAAAAAACAAYAAHQAAAAAAAAAAGAAI0AEAAAAAAAAAgAHwn/X19f/Jz92x8TOd/voSLdMuvfj+Mh3Kx3PJxYd09uqmvGFOwD1Pm0y+hINH9OzHG/Re3gbYMao7bkZZ2n5O6+fkjWJ8f4NeP5Y3Pidpbh43g5ezm/ThN9/Syu539OrBPfkMDAE9h2lEf45uyydzzJzrYxDB2p15HXMr03s8h3e1nl07VWOLQQLGZq2dGtP+T5/Tm3XoDjAZC1f+oE+3Vundzuz4P6igt0GUMg/4n99vyKsY9LBQnL3zkJbk/XC4Sx/feU6nr9yU9zPE8xv0Svr7xZ581hJ2kM9+8zMtyPtZ4nAksvfTI3onn7WCnSklGx9flPcnmhmeJx5L2+zo7NI/CM4Hx+Hvau6e254LOeuCWdbH4KRzj47+5v/HdPRCfwC64sVL4+P8/df8Befwu4BHUgW9LPNgK3ezlJHoEnP/1ZVI03cv21Ur/YqxRWdrJ624cOCxTYvHOXY2y5zRvoqrx+CT9tnUrs6Tjs0My1tF63kkcnLUNmvf1XmC8c6ZncrCFOZJDxg9RKYK8Vw+dAl0TIu5GdFXMdm2diWjRJ9ZO2OJzpOG7c+vHTvOjHneMqne+P1We03/PDlR+Zf5cmxzI1EfB+MUVK/kPlvZoyLHq4/Lx6mdjR0omdyWyHUvdC8jg0L6lEQ3GZ3l9G+FLTTkx/r6zlCcm6XzQ1/njJwrl2tfp8T/PpwHcZ8kP87/faArAux9hP5PhqdfTH/I31nZneN52drvAnGO2752QKMK+vLmV05G+y6tBErkBHLwkv6VH/uGBSuv1I9ofG57oNX5EFbcdnLk97BDKyeySsIGThknUoYo64sN2qdbc5k9LY65ecEAHSd3aVUnWH+IO+NsuMS5NOPzHe0fbNL6JLpFzsVORjbe93dpeevbQnWYnS6TMJBjePUH67Ptu3IEw06cdc7Kz9W4/coRWitzItlJsoGEXPPF3iqtff0HfbghxzANrslOrD2XfUXl//FlvSJo9Wr/Oj1NH5v+Nwlme4yyO6cu0aczYnca4Yx59pqrIMCM59nrRP/sjOUz0Af/7nP/vqQjq2/V3M7linWF+qwgb16ihIPU7HdqztGE+pg5GNPiFzV+FuszT+/xa5+2i3qPubilgvNd2lcyVIwJiN4/+Nz5e263r/+8BGDhPuVVlZR7/hcdqf/e7e+a9wDMMUkVdJ3BUsHE/icXiH5xMoLnX6rPLuV7Gm12y/xZkAnz8bNtxWycydLpytUr5bg52ccwA+Jn/uKZ4SC7V5KFMxk7eaOIZxHLspBMmIksEq9UlFKWWbP9XbiP6spsXYbTv1e/LyarKEh/JP5ttI0lslQ+BgqWUTdr7V/fl1ef4Jp+305WgTD3V1HNdIm2seS6ZXLC+OeJ9Gcw1h7+vKuevwrp/3C+5mTn8Mam7PNwbsXmUt0x5vek2jU+7d5DflxUBh0K91onZw51ukVfd/OJGpu/aNW5h6BvG2DupWwVj8j03/F+tisHbLvL9IP9PD4fvWuUyanuR1v9ibwXiveT1n4X28YXuxdo3euXpPYnX7O8DaVI39hKXAwrm1XzqhrTrlp9XDZ/gzY2O1+Gf7yvo3x60sep7c/lbkSL7nUL7XJk4/fPCvcTzmG5rryLtT/tmmmwbH+0b9pgzlttg9rLWSqmH6r0cU7imPuyVmID0vzLrinTH4aYDvLHIq6nFAWdaeXa890Vxb9Pk3+L/lt+XoaW7wv0tlSGnD4OdJn0ARcpGspxJVaHJN5LOdIn8q4oZ1YGI/Lp60b93vTR0Zeq36ztd+av7s8GfldwfOFebbv9eVH2eRpW/iyBLnPkrnCfhXnXRDeG9+kf06VuHCoNKuh/0btdorUvucKhOvoLNRi/39B7bZbXRLkl7w3mgfIqKOoVy9ZxteTsVVKDYI55tjOm1atONYMFQ5SAPc+zHdXOr4t7OXKDlF/v2f41r2LJQqyEghWXHMOVHeI2SGWHz3NWHcMvLTy6mmDe88tUdm7Ta3sNnalmIc2vG2QRJ0X19z/cz+e2sszq0vYtpYida3kVpzzDGctubgQTYOVp/rt4lasBn3xWWy3nSWkmXX7difeZZ1lryVj7+PLKE1ve61dhkrNsiHKR3xs58ypryazS4rr8WAbLtlJifjVyIhLmpr+XnQ1Ddl318o1EYZxknjTdQ8vyqNtz7lrej8qo6Qqnb2RlrmtHImvXDq248sgG0dMHL/bi1YfVq+oeOBjWx0kFVCqITeZJrZxp6nVLhtYp1+jI6iqZw5OtrrhJy5vclztxnbPxFa0owzZ+WnRmFq5c086JrZAcjsy9LW9t5/2oxoN1YGBcT52hD+RHwyYtqmvYqsfChQvKMO/S24ITzDaF7cgqrVwwMrR0Xr0/eELvCs6EWQ3A51zh/khsf4Zus3JSfrkRWflkVoW92/2taNwvbhvjb/Vs02s24flv9Jb7ufQcMp6K1fMT6mFLjT42/f+Ixn6wUtvGEgatj1NhXWIetGiuKysK/DnMdlI75tJ2fw4n+i2GxGvWwPrdd4LL6VDOEtH6eO1XuceiPjYkjjnbgPM72THZuSI2oNa/HBST7ml3ffcIuiIe6rM4RkfqY7UeyPX1EDC2ReH4xM1hOfP9jF9p8bqVxXv05r9sy8QGOZjrj+ntE3ee8Qoskxwz5yrO3yZ+V71PrmIPfR51TWe8l7YnD87TfT1znzp5o4+NzWFFnW7U/Z/oK3WkG4dKoyXu758oZ4kFnx0U8h2nBmiHJxSW9w8uh8KjjXQe0Oo2KEEwwY04dWoiuYbn/YMftAOw6izr+WBNqSDP2WMnvCj87GCpYNp1BJTTwEt5bADhLuGJORHpBrBLztCiGJTDkTcBH490X0ziNPr9E0sIpHGbxtyHOvCoeOCWMqwfsfK/31ECo0My2XACRiNnRUWYwvsHv+qgjx2S8i0KuWwXxmAIxMZJ5kkhgEvEBH+qH7UBVPd9/ZJ52m8hA573RzEzrgyS837pS/O3+848PBxxkL1JH/lyx9fI5roY3VPKwPbgnKXoFpfxfWceP97R8rJ4egJHqCSYzFg/ox0K1/HTBnnzCb3Qc9YG26p/fjT9uK6NnzKiXHXydK/t6/U71skVZ8cZE6OL3a1BxvFe2RVdpRO+N2nxE/Wf+zAgSb7Qfb6G9Edy+xnT5tKl/huf0aL67+hVfj86IcsOvE6MiZ5tdE0JAiSBy6/qRMs95UyH58iR3yvSHOoYKfpYtrBFH8YkD8EqbWP/dKmPm8IOdC7zt+kt28Qg2cFJ+bI5nO63WNKu2SVdyFlDCjo/nAfJY86JnoKNKA+oqv3LgaD0nk5YB8nKdLTPUeK36USc6tdiwrQEWd5ujjV6oFVCsmPM+CnKEtIpiB0oyr3yM1zbLfO5mLyyyfBfQ/tSmOuTz98kn5zln+2VCoS1rZFEesGnSKWhr6cLGRVz2FClGyfxlY5bNx4fSQE6O0q6+qGFQTm61y+oPvaqDA2IV0ZK8B0EFj4VCGshFecz3I8SCobeE8QOSemeZ5lckT3lg1TagtnrVIV9omg31F8vjklsGMc6c1i9sYhX1oZAWRVS+raxMjArLMzqCg5mIo57XWA1RcrG6f2rl+rfPFlkMYkI9+VXKJQD9csjeqcDBl6qZCqchXmf1B8lFVDV1qMs8MsJjtNPiO1jnjfVLR3OgUgwWY7JXOtMvzKOYYVZya0Yfr2SgY1owRFmjGybfds81lKJcI2ti64kmtUCrx74ejxHB8pfn6F/rO6PUt1+a/jTnmKvgihe5aUrelUJw6prmr6wyVt+mQpd9bcClM0ji00St0ncpejj4dK1Pha0XLt6KjZO4VzSFTBfvoO5bmRBO5IN/BZD4jU7pgs5a0Kot11ajrl9+rdPlX85TSR5puVQlky3G29Oyp0Jk9QN0b67MwaHT5UMt0lqu/dpX22qnzJ+rZa3yz531tPlyVQJBN3AuMJH6dOPi/rk2fNMVH9KIn0SmW7q67nJbcboEM9+VunGxr7SdHTjcdH4a9Z4Qi6fell0choZxEhlpCW+UOTkAqQFhZ1LVyHEFEFFuyaqYPWMrka56CqT3J+83H0czTDOp3sudx9Kc3KHVQeneiyGupzMxSzRjTlwk/dt7gBZR1kr0xlYmmNkLk8sZK/Cnr8cf8lW8EAcxmZIFdEKZ0qgKZlvv2J5Vgf95pCpMmTdsm6r0242OoIYfia+0sXojOzBbnYJXmSef2Cr0zF5cLDVabfSFVDXfqlCpa3O4XuQZXNVjl5qnznYKukwqk4J+niQlYh+9LFenZPpKPNKHddJSPFbgKXZmLPOKBzn7HedCXRln2XQJtGar0zz4QCHWp1HEuBuYklXP1usWsnu03m1Ca47gfWi2YaTFxdC+6W/GlPJpV2VoYNZdT/BlqBOSffJzWo2JpZIT6Opr9cZMxaH9UXjAN3sI0txcspomeVuhPMUTSbbAyfL01nZNwiIyg3qtJBkh12NwME5GyLP0bAOdTNYEZilqa4CNVXf9ujgNLJXZpiYCmzMgdOv1tk64ygbmQyX8AwNk7GVACx4TbCMirn4UBua8V7JfuuU6rZ9wqu3Xzx7Td3wlzM13SL9unbV7Alzs+zhUnRTyeY93OO92F5NrjpLZd3aCF3RYEdBXUP28NnVTOtB0O3uVRc7oXS03tPmzjF3KXpS+2XbRF0VIauchEH3wukz6l+xJw37rIjc1xSXh8cI9bHovCjW7lTdZ5/0rY+njee3AEX6mHNwbr7izPm9lu1ZRPkGentNZItWU5Qu5hWw/jJ/Y88jy/99ZK96MQHO+l7ReNvj0OEtXa7sKL3oP+tAnsVhlrmbym/1KpC2NPHJxRYf7NI4tg88kV58vZYMLw7rj7Ql7h1Xn4yD1mJZjKUwQVzKlkPl8DIIHRBliQJZXhZRNG2WXtctV8zIKt8NvkpDHl5klYJppzJMv6cEIvFlvxn2wSH/TXV2zJJQVtrVeyzLifaV7IHpGyOTZU5z86SSzeBXLWWtRIKFYrZQ9bF+kFbPRK+dkyzTySjDY5dhjcw+5OCrpmzwVPnAohqZriE+z9ud09CPbkmiLrEhOjTcNxfZLiBVaF7h8HrEz1HIg26DVLmCwE2ca5lfdp9goFu0zskfsKOXT0b0WaHPUtovSw/96pupPNjqAMubLFsMqiCePWnSZwHmmCrbVEgGRNDL/VWbJ9Wzadjl1qqv/XkudifdNjSna308KFr4LcfJ8chZKqljbueXPzdnGPscIb/6HZkfdbqDdaovd1YfV9tWWd4eq3hLAqE2wD8OrB/d5UpETjJLkF60o/JsA7br2sb4D4drSI3f1cQnX7hyS7YKXqbX+tk6l2htAl+0e1+vjin6SswkcViPNK+ge1Qb0jjmIVmckSp2wsKVhw2rh3aCyMMQhEw4M8eOg0e/w0WRO0spTLuUw+ZO7swpHU1mNG21paZKbISPSVR0vHeTgxqlMO3Dl8xkcp+qaYLm+LI/W6EqqdjqdheVtl5qWrKcxu6/YQJFz0IfUZj6gV6uAx4sl1KBG++/OlAy1jOm78qz1Ho5Ey8BTVL8IluK2FLWpe1wuRT3kU5EZI6FCRZco7y0/S2tqR7qvxIgQWnZcjjtMITzdzIk06uuaZZhyX50fx6q/tAPtlJzvZj0UDKSHZfrg8aJkdJ5XjNPEulFt6RQGgxYYjpUxsTRLXYu5g/gk8pOwfBLgKs+W3V1mH0KehbgmgfbFJIwrCOUPitsb7By5iYB7EqLbKl6Qvt1Fd9zKtXLVB5sdcCcz85z15nR846/UidbgZHaZz6+rMco34NnkN8r6hzqUhL1cdxOSzJN3WefSzm71cdDIyY/Mb9lmnQgZx2TNuaSDHQdfPaVZm2JewGRF2c+2OXVhfmRYk9Yp35yjT7iFTAWpR/NA7jCFaW5T16RfIw+MG06ZH50JMBLRsmL7z+Y80a22Ol7V3Zdr1xtmxSq8btSfXKxkZktlW1py1u3mvswnfp6aUzNV1I0jsN6Jul70HnPQ/y7DHkC2++iu0z/6p/jAVzwVTzaWSnuDS0eoxwBXs7BS5rqlqbaYDWDnS5/Gb6cT94xYZuY8DjeQxtbGqmXUsW+i9InpX3sNGkjUvU7F2XII1+ZYMYjbz23/e35snbWjIHXbv7dPt3KxrvYv/m5ov0V9IFCOXlBmwr3au5Rf6+i037/Hl3c9pulbvrHgFgbg/MG7Qtlg4mdy147LmNhvzPheYrH6XPp72x1vxs63iZDLkupfZZTPw+i/evO19iYC/ZcZf2Utdef/43mkos7X9LH0VA9T9LlrL5PzX3788v8XZkOriN+Tg+/XwuyXz63Y+MX64+YjPnHxeUw7PvoOFW2P05pvwTyE7MnirprxuSwzp7J3wTfEe9g50a5vCYQm5vRPovoquAeKnSQc2z6PDFkOsDSQh9Xk9Z+057q7w7P+ivl+50TdFnaNdMI+tMlMvadyFkScf1mrh/XhdVj7h3D9/YLfx2bO6/kmLr52AsiIw2+Bz2fh46MRPRLtB+8e8zkIEFfZTpZy6rrdxQxc9uX3/i4GiJ6xRLVQ4nYe2g5ruFcKbEBCqvXovOkRJ/Hx5gJ5btwXk9n8PgUfPJsDONjwSvUJtElUd3t9rG0q1pXNNCNdf2gMGPUjW7MKO2/6ZAUoAMwTcqV2QmkxlCCFKoch3lEjN1UnFHQhMHquiQHDAAAThYmeB1GQAfmi9ZL3AEAAAyZfHuAu6QWDAwVBOtKTI97uydG9sG639HNjinkCQBwcpGl/z0vvQYnEwToAAAw5/BTunkfWvjkdTAIeGndVd6D/91AK9T36M2PIxrzHmD9EB1T6e/3K4UAAGCo8JLt7ZrnjgAwOQjQAQDgBHA44u92dR8iCYaCfkDb3mjgWy7y703XL2w5AgCcOHjLGCcpU/dTAzAZ2IMOAAAAAAAAAAAMAFTQAQAAAAAAAACAAYAAHQAAAAAAAAAAGAAI0AEAAAAAAAAAgAGAAB0AAAAAAAAAABgACNABAAAAAAAAAIABgAAdAAAAAAAAAAAYAAjQAQAAAAAAAACAAYAAvQ0XH9LZO8/p7Dc/04J8NK8sbav75Hu1r+278hvQG1a+EvvcjtHpKzflk3niJn34jdMXd/6gDzfkVzFO0Nw8XvJx+PiifDQT3KWP53ZuzBiYmy0wcjxbcw80opHdn1V9HEf7MI5eWLjyh7q3h7Qk78sx/QD9DuaJOQnQ4Xz1CSvN9XNj2v9pg/78Xl6j2/Jbg69YB8PGz3R6Vo3X48vS39/R/oF81opZnif36M2PInv3d+WzdqQb/xPALM8TMABgg/uHg5BtWj14ROPH8lFPQDdOEdj9CVD+wX93aXnrW9gwMDf8Z319/X/y8wzDCmibFne+o1cP7slnzTGBKNH4/ga9zgwgG8Vvae2U//lJwfTt6t4oCMpddN998oie/XiD3stnTWGn4NOtVXmX06rfOfD4+hIdHePYWTnKqOm7ekQG/257nm7mSSOk/5flrRpN2v/pc3rzXN5OAlcYrp5pfR4jby/pxfeX6VA+m4Qyue3kXo+LKcyTLijve8uujO8UZD8VLc+b8qbI7NicYfZvoIstKshtY6vKEXsp7zJKbEAov1ZeQ8y9RH4f6FiHCW1PvW6M3Wdc33VvD08KQ7P76WM+Kb4f2dRGm+NpduwuABVgiXuE1fPOkqKNr2hFBecnnXf73VQt62EHRCqlUi1dvVq3zGsomGVWxoly7uHp1smsLHHgoRxHUo5B1hff/0B0fR4rM94KE/2Ck9A37x987vT3SI2C0lUFeUtz7IYAB+N5u83r5CWEe4CDca9f/+wlOM8pyCCv+Dm37dkwYytMMOG06/sdWonZOhWEf6SLBxF5fn6DXsnfP9vhGeDYn94C4dv02l5DXi/2Vmnt6+LWIx1wkQow7XE/PaJ3QV+A2SBtzKfJ+wc/0P6BatN1bJ8Bs8/gK+hV2de66gkbyfSMoclWruw+oqOtM/RWHDu+xho9UZ+pQMNWM/yKR2VGWLKgWZDvZRydauDRl+69pmTKI8co/D6L94OfDS3LhFZkX6sy90zDKkVZttSOc6GaFFy72P5AbjyKlSl/jJrKjiBykVr1irYxKkvSvpJMun8e//rN54kvG3E5q0baTGkyEG1jmfw4cyaQ19q5GasCuPj3WjN/Fabt1Vl7O0Z+X5d9nqRj6o7Rc+QCvVXtKugWp1/T50l9P+TU6Rbze9an49PuuE8iZy4Vusr53T7dKr+mI1ut9HGVjCp0v9tKkYxjld7I5oc3xmWfh2MQ69u6Y+rHqZFuSZFpwZdLf37o624+Uf33F6069xCdX4kru5Kuqe3TiBbduVDQUzEZtHPH77f0Sl/qfeRt9Mc6pc98efCJyZCDzIe6VTimn2vOFaPJ3FSYvsjvxh/PrvGvVybfvpxposdW2f1Uu1Q+mkF/NJifGYljXka0jc58Mr9ned6hlYp5XiBBnwIwCwy6gs6Tc+Wpk7Hzsq959SRWOdmYUBn/Rm/3NukjXfG8S6tKOfzz4Dc6OiBaPC1V0NQ9Qqy87iglykFK1q4fiL70s3uchVRKO8s083k3ad1/WIYoQnt/L1Q7172HZeXGLz/un7VbxQwnKzBxIuwxz3ZIt8Hs32Hlbx48wsexUuS9PfmDS+SaTub+xZ56z4pV3utXglOUwvsHv+rxzVc2KEfiunJunGv5mdzDkfyOZUa9Z2WdtUu9XMW9tH2L6Bfn9/fNXqZJq96ZnJRi+lc7XFmbJt9v5t+rT6N5omW2KBtGziasep86Qx/Ij2WwzBojnLdJy9Mk1M7NvAoQVJv0y3X02GEVByn7G54nzSsGhyPTnuWt7bwf1TxkR813Nrg/rIORtevpVmFvndYH2lm1x6ixjVamfN2ijjt1iT6V49LnSeIzAGp1Sw6vjPl07Vc5LtR5fcDzWgcp7jVr+yxsW60+fvFS9ecqLa6b46P8/VeyfuQ5rOfEuWu57Km5usbOre9IyxjobUnStqAy22Ce63Hy+0z6opFuSbKbPOc83ahkk9j++OPEcnznGh3ZOSB6u/ke1AbXJO4jTuTb+yzOp0oOXtK/+oebtLypxu3gCb1zAqpy7tIK64nd39rb08o+a6Ibp0X93LT21V+dsE/bjfV2KiaQLF7v2f41Txa7tPv1+rjJ3Ey3J92RbPcPztBHSldxolAfVzfPH+94/iIAs8mgA3RWMIUMmAoI/9FOylavS2QPnyoFsPkVLVzcUk7OzsRGaenLS7QcVAGVYh2FgatWnpmTdU8ZY6VisuCGEwWr+hi3Pw5HrHiVwfrSKqKbtPiJ+s9r8+HIzawqI/HFpnbqXAVtlgYppfYFGzpH+UeVe1rWv3M++UyMsHIkvOD/8HcOMFZp5ULzoLrYP4rHI90XWgbkoyTs37FjV/WU8YvbtHZqTPu/dJPA6BIrs/uObBg5s0mrVMxDW4xDqwLOMkOvAoXSpZtTZuHKNSVRykl1gp9sCV0251LhOWX60QSEKijgaoU3D/P+8LL/KrjJ31t98IMjt2pOsKPmBnCWQgB3m8bsfPeiQ1N0iwPrxlKd1xMFfSzXjPRFa338/C86ks8Z7QBnwa/R0023DZkkjzq/Xr6p+vq62BdHPt0xKFa/lHw47xvNc6/P9Lw+dYGWewh2sjnn6ndl9/e1zIayPb7v6G5xzOsTpEWaX9MNbm7TW/ZJMtsUsnDllq50ZgG2bJtLDrjZD1F39vaJoyda0EWfheTyWP0AO/FRsmRFc6rnpsLaV6+i/P7B5aKd75AP1sKES+C/DtbuN7QnGaljHqGJ3T+1WqzQi58V2JOM+jkJwCwwc3vQ/91nc9IHm7SojObRK2UEWQHQBVpTjs74qevkNKFZ1ltf18FkP0V5aQMdHhMqont09Lf6ryrzaZ2DwDk8Jgd5Inb1CoZKPIe4HdKPjZHEhs5om0w/rzjwK/FL55UDnVw9OU7KZNb0//KaancTdMVMKgQsk3r1RbFCt3BBOfrq/G+bGvjekSpXkKAT2QiMfz7e+cuvRlqnh/uCV6YUg38mqT/KHPaSqq2vw96/eqn+PUOLXQdYDXVLJxXBhhyfPjZzxgY+2oFXNmZFV32MrfHRz9ooyI+f5FP65ZdH9E5XQXl5a8TZlzGotlvN5nlwXMrqgImwleUweHv/ROnL4JqJekP3V7Fvc53c9JpjOnohPwp6FYqXMDZJWnMtW1ktJOIasHD6jPr3JR11Yi+61LUqQMtW2rE8ekmOCEGyYgIq56ZiGvZV+6UsZxUrgAZr9xvZk+ZjHqOZ3fePExtc4aua8RiiLwtAOgMP0M3SM2vojLFjR6dv2KFURpaKmcFGAcrGZ7So/guduEkJHYMMRxGxs6CXp2UBUfzrNcrb1YPj3prQoTUVKVc2qvbO1aCXe7rneh7uEWuCt5RTO2s9L93tBJFZ17k0LzbE5pDmSNJClqbZinrzZajHjcicM4/sKy4bXLGR+8xekeqAkg27jC9WPTCVmOrqknHYIwmBwn7o6TFbumVS6vSxcSKNzeCAeFdXZN1Kpd9P/vaC6EolW9lVFCtewvoZJQMVbWN6mecdUrH0f6JKL68AKPRrJFju+JrZijObrG284mYWcHS7vlclfkqOyraGmWXgSr/5q4Y6RSr0DbaPdIFOEvBYu8mgHpeHd0kze9JszPuiv0IdAMNhwAE6B+cq6PKMq9kb1T9a4U6QGcyQim77pWMJeA69yShzf+UBYroC7SpT3yHiUNqsuzX0RYfWLMVvDAfnbIh4SWh2rhZ7oAsYY6ZlVhnu1aEHpSKzxe0Mzsur9jZGJy7MOJUvTxsKsmrDk4vsNaFuYNldPzem8d6YVq+G2yBSMv+mAh5LCJhXYVnloBigbukDVx9zNZ31194OvVHjprfNaH1WE0SXcfGh0X17JfswU6rbfc/zHuku4Z1Oq2vahJy7VFj6v/EWqqEj9xq9L5Hb4raWPihb4XQMZIl58R+qVjIOiFb2pGrMeyQlkQ3ArDPcAF2WEY7/m+IIT7gE10WCwO6QNnWhuPQ+sdj+6rpl9BwgSpBu++b5b/RWvQ8foFG2pDeN5CVF+gFGzxtVlPV+SdUDZgmWXZKYuO+pJlFillop4/R7otOQVdsnfGiaItpXen+a/NwbdfOk6TzKl7tNWhGPLreW/Wl9U73UuwdHT90XP9SLK5+vR/zgw9Xg62BMm+xS6BJaLjGOLrXsIqHYk27pQs46JVEf2yrPB0rHEC/757/jvdt63CZJVuTPLXg9kn2YVz09JONY/YCkdvYyvjy1Axus5lzZMwH62wrT/zXt81HyKrpshUjcx1+tp/qh02uyzWe55eC8TdEjEWNf0/q2L93CKxl1kO7Yj8Ha/d62rJTTzu4bPVu1SgIBPJgHhhuga6VRdDTMUx85bPcRZ7rygRZtmMRZV8GxfpjOJe8Jr8ogbDetHpoHOy1vFZ/GvrRt9rH+ky0XUw6cH/gG+0KlXee2CwbJ7A1rEKh62MCi7kFiOjhgEg2oeSo9V3vsck4ZC/fvddBctsRdjJP79GwH027X2TYGu2yJu3HamDCI4upoaOTNA1jchILZ2+j0Fbf/6hl6p9rZL3XzJJeNpBUXIltMGBBEZFFhHsjkJN4k2MmdV/V3X19S/WWCm14Rx6Rs+al2rIP5OynmvvIHc8l+dHX+Nbev7QNw/Oq6cnIz2ZKHZcYq8LWo87Bsh4nP6nmSRj+6pVrOpkGaPta6RY3v+hZJcpEDMyVvV1kOmjqPrJfM+c1zC1Rf8350pUeKT6G3DwH057CSv+y4hvPcJUsyjbxkSzc22Hxjh3dPpdfsht6vKfPV7ZvsgYLBN0K44ySUJoR6pEY3xjCrgzzdcszBOWPGk/vWe97JlYcR2cy3z02+qovnpp+wD4PIwdr9FvYkOuYptLD7Vs/6z2/JqQ/gAZgFhv096Fa5C7wkz3yHbex7PllJFvfQ8fHJe51YWSoFUfZ9jjpQlO8h/UCCxhjB05flvGXf123vMfi7CHZpd0bM6AXXi7SJ8fqWHfT495IqxamC3+L3usZJal+FwQ7+nokadn+sue3mezLj7TT34J7Z7RP/uvy7t+fz8Y73b7y/bELBJSqHhf7nc8l36zrfeRo7lyVvf3hvObE2JsyTiAwFcqvJzxWVseh5Im0qHGeuo7/n1u3/6LkER0bS+syhdh7E+7dKfnJsn5X3U56AKo5BcB/BU7kT5kvyOFoq5kli/2sS+9Sfq+Z+qnV7dAwz4uc1JF5T2l59HUPQ/34/2D5zP7d9445n0F85th1lcpK1wZeP2jFQ1MpHvewXqdYt6XOzQg6FuKyEY6yvGdPjAanX5Ae+lc0fJi5nWV974xT2SUxn19xH1dx0rpfaZxlVMhS7pi//EXkoENFplTSYm0l2TsjmUND+JoTyE71eoU+5Pye0+1VjHr2P+v7I+sHFPVfSmDegcD6jd95dUG3Q39Xf4pq6j8335ZfPUwCGz7ADdABODGJAHUN9kkl3rEEp4tyUJR0BqKYieAPHi8xlwlh0jw0CmyYMOgF2v1vQn2B+mLmvWQMAAAAAODHIMmR/WwVoiwro+Lu8uZqNgG7mab2dCoABgQAdAAAAAGDAHI74ga/h3mowGbykW3+1ID2iZ5FtBWDGuCjfcHEfS9vBfIAAHQAAAABg0NyjNz/yw+VqvuUBJJF9HS22Uc0BN+nDLzb1vnps5wLzAvagAwAAAAAAAAAAAwAVdAAAAAAAAAAAYAAgQAcAAAAAAAAAAAYAAnQAAAAAAAAAAGAAIEAHAAAAAAAAAAAGAAJ0AAAAAAAAAABgACBABwAAAAAAAAAABgAC9DZcfEhn7zyns9/8TAvy0byytK3uk+/Vvrbvym9Ab1j5SuxzO0anr9yUT+aJm/ThN05f3PmDPtyQX8U4QXNzesiYQBcMHIwTOMncpY+VLfjY/+54bSMe0pK8BVOmZDy0XwPdBU4gcxKgGwU8n4HJ9GEFuX5uTPs/bdCf38trdFt+a9BKdIjB0MbPdDpmnGeBx5elv7+j/QP5rBWzPE/u0ZsfRfbu78pn7Vi48gccNACA5vhtWLf6eLA2OJF+9DEnp7Zp9eARjR/LR5bHI2VXN2kdSdzuaep38fFXN+ndzogO5SPL4e+P6N25bfj34MSBCrqDNnCBUskrd4GysQHUjzfovXw0f9yllXPqv71f6c1z80lfGANt+tp9zVpwbeUoex1T9vdwZALYVw/uyScDQAx13h81le+umMLcDMYdjl+cQCbkddKrJNmKmf7nSJmuPbb5OedMywaAIkvb39LaqV16EbUDnPQd0fjUJfq0xfjYueQHkFYGphdYmgQQt8H3oXTbBmOfVDu/vkTLe6O47/L8Br26v0vLW9/OnC8IQBsQoEdYPe8o642vaOWU/HyCebffTdWyHmVMddVYXkoxr16dFQfHJHPWz3n38HTrZGZ/OeBQhpd2vsv74vsfiK7PW9XaOELBuP+idAmy/qWM7zt99ZOpkpzkFQ1L5zeJ9h7R/sEqrVw4DrnxVkXp1+e9J2LnG9iAwbDxM310jvXM5aAqm3ObXvOKLKV72gZ/y5tfOQGvFDaGwMGYFr8YbrJ44co1WmW/z1uVWeDxZXqxp+zpVax4AycFov8HIyS0myhxhuYAAAAASUVORK5CYII=)

/\*\*\*Custom Section Seed Data Start\*\*\*/

//IR\_REFACTOR

using var scope = app.Services.CreateScope();

var services = scope.ServiceProvider;

var logger = services.GetService<ILogger<Program>>();

try{

    var context = services.GetRequiredService<DataContext>();

    var userManager = services.GetRequiredService<UserManager<AppUser>>();

    var roleManager = services.GetRequiredService<RoleManager<AppRole>>();

    //Asynchronously applies any pending migrations for the context to the database. Will create the database if it does not already exist.

    await context.Database.MigrateAsync();

    try{

        //Remove old MessageHub Connection app start. TRUNCATE doesn't work with TRUNCATE

        //way #1

        //context.SignalRConnections.RemoveRange(context.SignalRConnections);

        //way #2

        //var remove = @"TRUNCATE TABLE [SignalRConnections]";

        var remove = @"DELETE FROM [SignalRConnections]";

        //await context.Database.ExecuteSqlRawAsync(remove);

        await context.Database.ExecuteSqlRawAsync(remove);

    }

    catch (Exception ex){

        logger.LogError(ex, ex.Message);

    }

    //await SeedData.SeedUsers(context);

    await SeedData.SeedUsers(userManager, roleManager);

}

catch(Exception ex)

{

    logger.LogError(ex, "An error occured during seeding data");

}

/\*\*\*Custom Section Seed Data End\*\*\*/

/\*\*\*Custom Section Seed Data End\*\*\*/